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Abstract

We define the balanced metric labeling problem, a generalization of the metric labeling problem, in
which each label has a capacity, i.e., at most ¢ vertices can be assigned to it. The balanced metric labeling
problem is a powerful generalization of fundamental problems in the area of approximation algorithms,
e.g., arrangements and balanced partitions of graphs. It is also motivated by resource limitations in certain
practical scenarios. We focus on the case where the given metric is uniform and note that this case alone
encompasses various well-known graph partitioning problems. We present the first (pseudo) approxima-
tion algorithm for this problem, achieving for any ¢, 0 < ¢ < 1, an approximation factor of O (M)
O{lf:) A+ 1} (1 4 ¢) € vertices to each label (k is the number of labels).
Our approximation algorithm is based on a novel randomized rounding of a linear programming formula-
tion that combines an embedding of the graph in a simplex together with spreading metrics and additional
constraints that strengthen the formulation. Our randomized rounding technique uses both a randomized
metric decomposition technique and a randomized label assignment technique. At the heart of our ap-
proach is the fact that only limited dependency is created between the labels assigned to different vertices,
allowing us to bound the expected cost of the solution and the number of vertices assigned to each label,
simultaneously. We note that the number of vertices assigned to each label is bounded via a new inequality
of Janson [15] for tail bounds of (partly) dependent random variables.
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1 Introduction

The metric labeling problem captures a wide variety of classification problems that arise in computer vision
and other related areas. Typically, in a classification problem one wishes to assign labels to objects such
that some measure of the quality of the labeling is optimized. Metric labeling captures many classification
problems where the measure of the quality of the labeling depends not only on the cost of assigning a label
to an object, but also on pairwise relations between the classified objects. Formally, the input for the metric
labeling problem consists of an undirected graph G = (V, E) with n vertices, a non-negative edge weight
function w : £ — RT,aset L = {1,2,...,k} of k labels, a metric (L, dy,) over the set of labels and a non-
negative assignment cost function ¢ : V' x L — R, The goal is to find a labeling of the vertices f : V — L

that minimizes: 3, c(u, f(u)) + 2 wwyer w(u,v) - dr (f(u), f(v)).

Kleinberg and Tardos [16] were the first to consider the metric labeling problem in its full generality. They
presented a 2-approximation for uniform metrics and an O(log k log log k)-approximation for general metrics
using the probabilistic tree embedding technique [4, 5]. This bound was recently improved to O(log k) [12].
We note that several special cases of the metric labeling problem received attention, e.g., [14, 7, 2]. Recently,

Chuzhoy and Naor [8] showed that metric labeling is { 2(log% ””” 0 k)-hard to approximate under the assumption
that NP < DTIME (np*’lyaog "7). Chekuri et al. [7] formulated a linear programming relaxation for metric
labeling, where each vertex is associated with a distribution over the label set L, i.e., an embedding in a
k-dimensional simplex, and distances are defined by an earthmover metric. Metric labeling also generalizes
some classical and extensively studied combinatorial optimization problems. In the 0-extension problem,
there is a special set of terminals {t1, t9, . .., tx }, where each terminal ¢; is a priori assigned label 7. There is a
metric on the label set, however, the assignment cost of labels to non-terminal vertices is zero. An O(log k)-
approximation algorithm for the problem was given by [6] and later improved to an O(logk/ log log k)-
approximation [13]. The special case of a uniform metric is the well known multiway cut problem.

1.1 Balanced Metric Labeling

We introduce the balanced metric labeling problem in this paper. In this problem, each label has a capacity,
¢, which is an upper bound on the number of vertices that can be assigned to it. The balanced metric labeling
problem is a natural generalization of several well known graph partitioning and arrangement problems. For
example, the b-balanced cut problem, 0 < b < 1/2, asks for a minimum capacity cut (S, V \ S) such that
b-n < |S| < (1—0)-n. Alternatively, we can say that each vertex can be assigned to one of two labels
(at zero cost), indicating the side of the balanced cut to which the vertex belongs. Setting ¢ = (1 — b)n, the
resulting labeling is indeed a b-balanced cut. The metric dy, in this case is the uniform metric, and the cost
of the labeling is the total weight of edges whose endpoints are in different sides of the cut. Similarly, the
k-way balanced partitioning problem, where the goal is to partition a graph into &k (almost) equal parts, is also
a special case of the balanced metric labeling problem. Here, |L| = k and the metric is uniform.

In the linear arrangement problem, the goal is to embed a graph onto the integral points of a straight line,
while minimizing the sum of the lengths of the edges in the embedding. This is a special case of the balanced
metric labeling, by setting L = {1,2,...,n}, £ = 1, and letting dy, be a linear metric. Thus, the resulting
labeling defines a linear arrangement of the graph, and the cost of the labeling is the total length of the edges
in the embedding. It is important to notice that any embedding of an undirected graph onto a finite metric
space, where the goal is to minimize the volume of the embedding (total edge length in the embedding), is a
special case of the balanced metric labeling problem. Thus, this problem encompasses various types of linear
arrangements and embeddings of graphs onto grids and meshes, in any dimension.

An interesting application of our problem arises in the design of wireless networks. Consider, for example,
a GSM network. A Base Transceiver Station (BTS) provides coverage to mobile users in a cell. The BTS-
s are further partitioned into clusters, where each cluster is controlled by a Base Station Controller (BSC).
Handover, the maintenance of service to users moving between cells, is much simpler (or cheaper) within a



cluster. We assume that each BTS can only be assigned to a subset of the BSC-s, and a weighted graph is
defined on the BTS-s, where edge weights correspond to the traffic between pairs of BTS-s. Thus, viewing
the BSC-s as labels, where each BSC can control only a limited number of BTS-s, finding a minimum cost
clustering of the BTS-s is an instance of the balanced metric labeling problem with a uniform metric and
labeling costs belonging to {0, c0}.

1.2 Our Results

We consider the balanced metric labeling problem with a uniform metric. As already mentioned, this case
by itself is already a powerful generalization of many partitioning problems. We present the first (pseudo)
approximation for this problem. For any 0 < ¢ < 1, we find an O (M)—approximation, such that there are at

&
most min {O]“%f) £+ 1} (1 + €) ¢ vertices assigned to each label. We note that for £ = O(1) or k = O(1)

(which is the case in many partitioning problems), we obtain a constant multiplicative deviation in the number
of vertices that receive the same label. Compare our result with the best known results for balanced graph
partitioning: a pseudo-approximation was given by [17, 10], where the cost is approximated by an O(log n)
factor, and the multiplicative deviation in the number of vertices assigned to a part (“label”) is a constant. Very
recently, the O(logn) factor was improved to O(v/Togn) [3]. A (true) O(log? n)-approximation algorithm
for 2-way balanced cuts was given by [11]. However, it does not seem that any of the above results can be
naturally extended to handle assignment costs of vertices to different parts (“labels™).

There are two main difficulties that we need to cope with in order to approximate the balanced uniform
metric labeling problem. First, there is no obvious way how to bound the number of vertices assigned to a label
in the approximation algorithms developed for the (uncapacitated) uniform metric labeling problem, e.g. [16].
Second, it is not clear how to incorporate label assignment costs with techniques developed for approximating
partitioning problems, e.g., spreading metrics [10] and the technique of [3]. Metric decomposition techniques
yield a partitioning of the metric into clusters with small radii, such that if the metric satisfies some spreading
constraints, this usually implies that each cluster contains a small number of vertices. However, in general,
there may not always exist a label that can be assigned to all vertices in a single cluster of the partition, for
example, if some labels cannot be assigned to certain vertices (by setting the assignment cost to be 00).

We formulate the balanced uniform metric labeling problem as a linear program combining the simplex
embedding approach [7, 16] together with the spreading metric approach [9, 10]. The simplex embedding
approach can be used to bound the assignment and edge costs, while the spreading metric approach is useful
for bounding the number of vertices assigned to the same label. However, the combination of these two
approaches is not enough and we strengthen the relaxation by adding a new constraint which can be viewed
as a triangle inequality on the “closeness” of vertices (see Section 3 and constraint (6) in the LP relaxation).

Our approximation algorithm combines in a novel way randomized metric decomposition techniques and
randomized label assignment techniques. This needs to be done in a way that balances the dependencies
between the labels assigned to different vertices. If each vertex is assigned a random label independently,
then it is easy to bound the number of vertices that are assigned to the same label, however, the expected cost
of the labeling in this case can be unbounded (compared with the LP). If the labels chosen for the vertices
are completely dependent (e.g., [16]), then it is easy to bound the cost of the solution, however, there is no
way to bound the number of vertices that are assigned to the same label. Additionally, one can find examples
where the algorithm of [16], in which all labels are dependent, assigns all vertices to the same label, even
when adding capacity constraints to the relaxation of [16]. Therefore, it is a challenging problem to achieve a
poly-logarithmic approximation factor while deviating as little as possible from the capacities.

Hence, we present a novel approximation technique that creates a delicate balance of dependencies, i.e.,
the label that a single vertex receives depends on only a limited number of other labels. This allows us to
bound both the cost of the labeling and the number of vertices assigned to each label via a new inequality of
Janson [15] for tail bounds of (partly) dependent random variables. We achieve a logarithmic approximation



factor and a low (i.e. logarithmic in k) multiplicative deviation in the number of vertices assigned to each
label. We note that the deviation is larger than the deviation achieved for partitioning problems [17, 10, 3],
since we have to cope with assignment costs in the range [0, 00), instead of a fixed assignment cost of zero.

2 Preliminaries

The input for the balanced uniform metric labeling problem consists of an undirected graph G = (V, F) with
n vertices, a non-negative edge weight function w : £ — R*, aset L = {1,2,...,k} of k labels, a non-
negative assignment cost function ¢ : V' x L — R™, and a capacity parameter /. The goal is to find a labeling
of the vertices f : V — L that minimizes: Y i c(u, f(u)) + > (uwyer W v) - dunif (f(w), f(v)), such
that Vj € L, [{u | f(u) = j}| < ¢. We denote the uniform metric by dyif, ie., Vi,j € L, i # j,
dumf(i,j) =1,and Vi € L, dumf(i, ’i) = (.

We note that we can determine in polynomial time using flow techniques whether a feasible solution

having finite cost exists for a given instance. We can assume that (7 is a complete graph by setting the weight
of all missing edges to 0. We use the following density function (similarly to [4]).

Definition 1. R ~ Radius(e) if its density is: fr(r) = (%) : ]Ei Inn-n~" € {O, ]i;}

Lemma 1. Radius(¢) is a legal probability measure for any ¢ > 0.

Conclusion 2. Forany 0 <ry <ry < ﬁ
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3 The Relaxation

We formulate the balanced uniform metric labeling problem as a linear program that combines spreading
metrics with an embedding in a k-dimensional simplex, in which distances are bounded from below by the
variation distance (¢1-distance) together with additional new constraints.

In our formulation, each vertex is associated with a probability measure over the label set L, similarly
to [7, 16]. Hence, vertex v is associated with variables ¢(v,j), 1 < j < k. The probability measure of v
over L is a vector ¢(v) = ((,.o(v, 1),¢(v,2),...,¢(v, k)) (see constraints (1)). Furthermore, we add capacity
constraints (see constraints (2)) which guarantee that each label is not assigned to more than £ vertices.

We introduce a set of variables, ¢;(u,v), 1 < j <k, u,v € V, where ¢;(u, v) measures the “closeness” of
©(u) and p(v) with respect to label j (see constraints (3)). Each edge (u, v) is also associated with a distance
d(u,v) which is related to the probability measures via the closeness variables (see constraints (4)). The
variation distance of the points ¢(v), v € V, in the k-dimensional simplex is used to bound d from below. It
is important to notice that d is a variable of the LP relaxation and not part of the input. Notice that constraints
(1), (3) and (4) alone are equivalent to the relaxation of [16] for the uncapacitated uniform case.

The spreading constraints (see constraints (5)) imply that each sphere of bounded radius does not contain
too many vertices. We strengthen the relaxation by adding a new constraint that can intuitively be seen
as a “triangle inequality” constraint for the closeness variables. We call these constraints closeness triangle
inequality (see constraints (6)). These constraints are important in bounding the separation cost of neighboring
vertices and note that they can be made linear. Additionally, these constraints (with the variation distance
constraints (4)) imply that (V, d) is a semi-metric (see Lemma 3). We refer to Appendix B for an example
that constraint (6) is stronger than an explicit constraint stating that d satisfies the triangle inequality.



min Z Z c(v,3) (v, j) + Z w(u,v) - d(u,v) st

veV jeL uweV

Z pv,j)=1 Yo eV (probability measure) (1)

jel

Z pv,j) < ¥ Vje L (capacity) (2)

veEV

ci(u,v) < olu, j), ¢(v, j) Yu,v e V,Vj e L (closeness) (3)

d(u,v) =1 - Z c;(u,v) Yu,v € V (variation distance) (4)
jel

Z d(u,v) > S| - ¢ VS CV,Vues (spreading) (5)

veES

Z |cj(u,v) = ¢j(u,w)| < 1— Z ¢j(v,w) Vu,v,w €V (closeness A—inequal.) (6)

jeL jeL

p(v,j) > 0,¢5(u,v) > 0,d(u,v) >0 Yu,v € V,Vj €L

The proofs of the following lemmas appear in Appendices A, C and D.
Lemma 3. For any feasible solution for the above program, (V, d) is a semi-metric.
Lemma 4. The value of an optimal solution for the above program is a lower bound on the cost of an optimal
solution to the balanced uniform metric labeling problem.
Lemma 5. An optimal solution for the above program is computable in polynomial time.

4 The Approximation Algorithm

Our novel technique for approximating the balanced uniform metric labeling problem combines randomized
metric decomposition techniques with randomized label assignment techniques. We prove that our combined
technique creates limited dependencies between the labels that vertices are assigned to. This enables us to
bound both the cost of the solution and the number of vertices assigned to the same label, simultaneously.

Our approximation algorithm first assigns an initial labeling denoted by f*, which we call a root labeling.
This is done by a random procedure RootLabel and we defer its description to Section 5.2. We note that for
every v € V, f*(v) is a random variable satisfying the following property:

Pr[f*<v) - ]} = (;‘9(2)7.]’) ; Yo S V7 V? S L. (7)

We do not assume that the random variables {f*(v)},ecy generated by RootLabel are necessarily indepen-
dent. However, we assume that the random variables {f*(v)},cy are independent of any other random
choices made during our algorithm. We note that Property (7) is required for bounding the expected cost of
the solution found by our approximation algorithm.

Our approximation algorithm, ApproxLabel, assigns labels to vertices in iterations. ApproxLabel con-
ducts a single iteration for each vertex, where the vertex that corresponds to an iteration is called the root
vertex of that iteration. We assume that the root vertices are determined in each iteration according to a
prespecified ordering of the vertices V' = {uy,ug,...,u,}. This order is arbitrary and independent of any
random choice made throughout the algorithm. In each iteration, the root label of that iteration’s root vertex
is assigned to a random (possibly empty) subset of vertices that are still unassigned to any label.

Let us consider iteration ¢ with root vertex u;. The random subset chosen in such an iteration is con-
structed from the intersection of two other random subsets. The first random subset consists of all ver-
tices that belong to a sphere of radius R around w;, where R ~ Radius(e). Hence, the first subset is

4



obtained via a randomized metric decomposition technique. The second subset consists of all vertices that
are “close” to w; with respect to the root label of u;, i.e. f*(u;). Vertex v is said to be “close” to ver-
tex u; with respect to label f*(u;), if ¢pe(y,)(us,v) > @, where a ~ Unif|0, p(u;, f*(u;))]. Recall that
Cpeuyy (Wiy v) < min{o(ug, f*(ug)), (v, f*(u;))} and the variable ¢y () (u;, v) denotes the “closeness” of
vertices v and u; in terms of label f*(u;). Hence, the second subset is obtained via a randomized label as-
signment technique. Thus, the random subset chosen in iteration ¢ is the following intersection of two random
subsets: {z | d(ui, z) < R} N {a | cpoiu,(ui, z) > af.

The subsets can be viewed in Figure 1. We assume that all random variables chosen by ApproxLabel are
independent of each other. That is, for each iteration, the R’s and «’s are independent of each other and also
independent of any other R’s and a’s chosen in any other iteration.

bo be
Uy C 9 Usg ce
do = de
) ©
a a
) {z|d(u;,z) < R} = (ii) {ac|cf*(ui)(u,,;,$) >al = (iii) {|d(us, z) < R} N
{’Ua,‘,,CL,b,C} {’U,,,‘,,b,C,d} {T|Cf*(u,)(“zv$) > Ol} =
R ~ Radius(e) a ~ Unif[0, o(us, f*(u;))] {u;, b, c}

Figure 1: Iteration ¢ with root u;. Assume f*(u;) is denoted by the black color.

We are now ready to state the approximation algorithm. We assume that an optimal solution for the linear
program of the relaxation has been computed. At the end of each iteration we denote by V' the subset of
vertices that are still not assigned to any label.

Algorithm ApproxLabel({d(u, v) }y vev,{(u) buev,{cj(u, v) buvevjer)
1. f* «RootLabel({p(u)}yuev).
2. VI «V.
3. For:=1tondo:
4. Choose R ~ Radius(e) and oo ~ Uni f [0, (us, f*(u;))].
5. Foreachv € V' N {x | d(u;,x) < R}y N {z | ¢ () (us 2) > af,
set f(v) « f*(uy).
6. VI~ V'\ ({& | d(us, ) < RY N {x | ey (ui, x) > a}).
7. Output f.

Lemma 6 (See Appendix E for proof). All vertices are labeled by ApproxLabel.

S Analysis of ApproxLabel

At the heart of the analysis of ApproxLabel is a proof that limited dependency between the labels exists,
i.e., the label that a vertex receives depends on only a limited number of other labels. This allows us to
simultaneously bound both the cost of the solution and the number of vertices assigned to each label. We

show that the expected cost of the labeling is at most O (1‘—’?—"—) times the value of an optimal solution.

We can prove this bound despite the lack of “full” dependency among the labels assigned to vertices (as in

[16]). We note that proving this bound requires at least a limited level of dependency. We show that at most
min {%, {+ 1} (14-¢)¢ vertices are assigned to the same label. We are able to prove this bound, despite

the lack of independence between the labels assigned to vertices, via a new inequality of Janson [15] for tail



bounds of (partly) dependent random variables.

5.1 Approximation Factor of ApproxLabel

We bound the expected cost of the solution found by ApproxlLabel in two stages. First, we show that the
separation cost of adjacent vertices is at most O (]“”) times the separation cost of these vertices in the re-
laxation. Second, we show that the expected assignment cost of labels to vertices is at most 1 + ¢ times the
assignment cost of labels to vertices in the relaxation. The general method used for proving these bounds is
somewhat similar to a method used in [4], though in our case the analysis is much more involved, since each
random subset chosen is constructed from two different random subsets. We use the following notations to

1+e

simplify the presentation: d(u,v) = min { T, d(u,v) }, and 7 = Inn.

Expected Separation Cost of Neighboring Vertices. Define the following events for every u, v € V: A(u,v)
- Vertices u and v are assigned to labels at different iterations; B;(u, v) - During iteration 7 exactly one of u
and v is assigned to a label; and C;(u,v) - At the end of iteration 7 neither « nor v are assigned to any label.
Consider an iteration i where wu; is the root and in which Pr[C;_1(u,v)] > 0, and assume without loss of
generality that d{u;, u) < d(u;, v). Therefore,

Pr[B;(u,v) | Cim1(u,v)] = Pr[d(u;,u) < R i, 0)] - Pr [ (i u) > o] +

< d(
_1+ ] Pr [ l{u@}ﬂ{x!cf(m (us, )204}121}

Pr(Ci(u,v) | Ci—1(u,v)] = Pr [O <R< d (ui,u } +
Pr [d(u;,u) < R < d(u;, 1) cPr [eps () (us ) < o] +

Pr {d(ui, 0) <

Pr [J('ui, v) <R <

(@) Pr[cps(u(ui,u) > a] =1 —d(usu). (b) Pr [l{u v} {2 | epepy (ug, ) > a}' = 1] < d(u,v).

Clearly, for every u,v € V, Pr[Cy(u, v)] = 1, Pr[Cy(u, v)] = 0 (since, at the end all vertices are labeled),
and if there is an iteration ¢* such that Pr[Cy-(u, v)] = 0, then for every iteration ¢ > i*: Pr[C;(u,v)] = 0.
Define forevery u, v € V,i*(u, v) = argmin; {Pr[C;(u, v)] = 0}. Obviously, the following reverse recursive
formula on Pr[A(u,v) | Ci—1(u,v)] holds for every 1 < i < i*(u,v) — 1:

PrlA(u,v) | Ci—1(u,v)] = Pr[B;(u,v) | Ci—1(u,v)]+
Pr[Ci(u,v) | Ci—1(u,v)] - PriA(u,v) | Ci—1(u,v) N Ci(u,v)] =
Pr[B;(u,v) | Ci—1(u,v)] + Pr[C;(u,v) | Ci—1(u,v)] - Pr[A(u,v) | Ci(u,v)],

where the last equality holds since C;_1 (u, v) N C;(u,v) = C;(u,v).

The following lemma is crucial for the analysis of the approximation factor as it bounds the expected
separation cost of adjacent vertices. We prove this lemma by reverse induction on the number of iterations,
starting with iteration i*(u, v), and using the reverse recursive formula on Pr[A(u, v) | C;—1(u,v)].

Lemma 8. Pr[A(u,v) | Ci—1(u,v)] < d(u,v)(1+e+7) ( S nil) for every u,v € V, and every
1 <i<i*(u,v).




Proof. We prove the lemma by reverse induction on the number of iterations.

Basis: Consider iteration i*(u, v). By the definition of *(u, v), if at the beginning of this iteration neither «
nor v are assigned to any label, then at its end at least one of them must be assigned to a label. Assuming
without loss of generality that d(u«(y ), %) < d(tx(y ), V), it must be the case that d(u;«(, ), u) = 0. If
this is not the case, there is a positive probability that u is not assigned to a label in iteration i*(u, v). Since
A(Wix ()5 1) < AU (1), V), this implies that Pr[Cis,, ) (u, v)] > 0, contradicting the definition of i*(u, v).

Therefore, Pr{A(u,v) | Ci=(ypy-1] = Pr[0 < R < d(uj=(up), v)] + Prid(uis(up),v) < B < -
Pr[cf*%*(um)(ui*(w,), v) < a]. By Conclusion 2, by Lemma 7, by the fact that 1 — e~ < z forevery z > 0

and since d(t; (), V) < d(Ux(y,0), V), We obtain that:

n
n—1

7 1
Pl‘[/’l('uj U) 1 Ci*(uw) (u* U)] < d(“‘i*(?m})a V) z (T + e_d(u"“"’“)’v’” ”””” —> < d(ui*(u,‘l:)-f v) (1"’|”’E"+”T)'

n—1 n

Since d(Us+(y,v), u) = 0, then d(u(y,),v) = d(u,v) (d satisfies the triangle inequality, Lemma 3). Addi-
7 (u,v)

tionally, i*(u, v) < n, hence: Pr{A(u, v) | Ci(yp)—1(w,v)] < d(u,v) (1 +¢+7) (nz—"l - ﬁ>

Step: Assume correctness for ¢ + 1, and assume without loss of generality that d(u;,u) < d(u;,v). If

d(ui,u) = 135, then Pr[B;(u,v) | Ci—1(u,v)] = 0 and Pr[C;(u,v) | Ci—1(u,v)] = 1. Therefore, by the
recursive formula we obtain that: Pr[A(u,v) | C;—1(u,v)] = Pr[A(u,v) | C;(u,v)], and the lemma follows
by the induction hypothesis for i + 1. Otherwise, d(u;, u) < 5. By the induction hypothesis for i + 1 and

the recursive formula:

PriA(u,v) | Ci—1(u,v)] <Pr[B;(u,v)

Ci1(u, v)]+

n—1 n-—1

Pr(Ci(u,v) | Ci—q1(u,v)]d(u,v) (1 + ¢+ 1) ( 2n il >

by the fact that Pr [[{u, v} N {@ | cps () (ui, ©) > a}| = 0] < Prlcs () (wi, u) < a], we obtain that:

PrlA(u,v) | Ci—q(u,v)] <

( t ) [(1 — e ()= a)r) =l (1 g, u)) + (e-fﬂwf - %) d(u,v)+

n-—1

[(1 e (f(ui,u)r) + (1 - 6—((2('1”71])—(2(’{1,;,’u))T) e (Z(ui,u)rd(ui’u) + (6 ...... d(ui )t l) d(u7,u)] )

n

n—1 n-—1

2n 'i+1>

Since 1 — e~ < z, for every = > 0, and d satisfies the triangle inequality (this is true since d satisfies the
triangle inequality, Lemma 3), we obtain that:

C ; " 1 , ) T, 1
PriA(u,v) | Cizi(u,v)] < Ll . {d(u, v)re” NI (1 — d(ug,u)) + (e_d(“‘“”T - -—) ~d(u,v)+
n— n

1

_H .d(u,v)(1+£+7’)<

n—1 n-—1

1 — e—(i(ui,u)T + d(ui, ’U,) . (C—J(ui,u)r
n

2n i+1>



Recall that d(u;,u) < 15, thus: (1 + ¢€) (1~ d(u;,u)) > 1. Since d(u,v) < d(u,v), Yu,v € V, and
d(u;, ) < d(ui,v), we can conclude that:

PriA(u,v) | Ci—1(u,v)] < i ld(u, v) (1 —d(ui,u)) (t+1+¢) (e‘d(“’“u)T - %) -+
n — n
d(u U) U d(ui,u)T n ) ,—d(uiu)T 1
n—1 7 (1= d(ui, u)) + ['n—l (1_6 ) +n_1d(u7/,u) ¢ n

2n —1i—1

du,v) (1 +e+7) —

Since [% (l — e J(ui,u)T) + nﬁld(uiau) (6 ...... d(ug,u)t %):| < 1land 7‘(1 — d(ui,u)) < (1 +e4+T)

Pr[A(u,v) | Ci—1(u,v)] < d(u,v) (T+1+¢)-
. |: i (1 — e, “)T> + (d(uj, u) + 1 — d(ug, u)) - i : <e,_d(“““)7 - l) :l+

n—1 n

n—1 n—1

Notice that: ! = (1 - e‘g(“‘““)T) + (d(ui, u) + 1 —d(u;, u)) == (e’fﬂ-“’?’“)T - %) } = 1. Therefore,

Pr[A(u,v) | Ci—i(u,v)] <d(u,v) (r+1+¢) [1 + _; + - i J

o .
=d(u,v) (7 +1+¢) <n _111 B nil>

Expected Assignment Cost of Labels to Vertices. We now bound the assignment cost of labels to vertices.
Define the following events for every v € V and j € L: A(v,j) - Vertex v is assigned to label j; B;(v,7) -
v is assigned to label j during iteration 7; and C;(v) - v is not assigned to any label at the end of iteration .
Consider an iteration ¢ where Pr[C;_1(v)] > 0. Then,

Pr[B;i(v,5) | Ci—1(v)] = Pr |d(u;,v) < R < *f?} Pr (e (uy) (wi, v) = @) A (f*(ui) = 7)]

€
14+¢e

Pr[C;(v) | Ci—1(v)] = Pr [0 < R < d(u;,v)] + Pr [d(ui,v) <R< Pr e (uisv) < a .

The proof of the following lemma appears in Appendix G.
Lemma 9. For every iteration 1 < i < n, every label j € L, and every vertex v € V:

Pr [(Cf*(u (14,1 )>Q) A (" (ui) :J)] ZCJ'<’LL,,;,'U).

Clearly, for every v € V, Pr[Cy(v)]

= 1, Pr[C},(v)] = 0 (since, at the end all vertices are labeled), and
if there is an iteration ¢* such that Pr[Cy=(v)] =

0, then for every iteration i > i*: Pr[C;(v)] = 0. Define



forevery v € V, i*(v) = argmin, {Pr[C;(v)] = 0}. Obviously, the following reverse recursive formula on
Pr[A(v,j) | Ci—1(v)] holds forevery 1 < i < i*(v) — 1:

Pr[A(v, j) | Ci—1(v)] =Pr[B;(v, ) | Ci-1(v)]+
Pr(Ci(v) | Ci- 1(U)]' r[A(v, j)
=Pr[B;(v,7) | Ci—1(v)] + Pr[C;(v)

Ji—1(v) N Ci(v)]
Ci1(v)] - Pr[A(v, ) | Ci(v)],

where the last equality holds since C;_1(v) N C;(v) = C;(v).

The following lemma is crucial for the analysis of the approximation factor as it bounds the expected
assignment cost of labels to vertices. We prove this lemma by reverse induction on the number of iterations,
starting with iteration ¢*(v), and using the reverse recursive formula on Pr[A(v, j) | Ci—1(v)].

Lemma 10. Foreveryv € V, every 1 < i < i*(v), and every j € L, Pr[A(v,7) | C’l_l(zy)] _______ (I+e)e(v, ).

Proof. We prove the lemma by reverse induction on the number of iterations.

Basis: Consider iteration i*(v). If v is still not assigned to a label at the beginning of this iteration, then v
must be assigned to a label during this iteration. Thus, d(u+(,),v) = 0 and ¢/ (w (), v) = (U, J') =
(v, j") for every j/ € L. If this is not the case, then there is a positive probability that v is not assigned
to a label in iteration i*(v), implying that Pr[Cj«(v)] > 0, contradicting the definition of 7*(v). Hence,
PrlA(v, j) | Ciey—1] = @(uim ), ) = (v, j) < (1+¢) (v, J).

Step: Assume correctness for i++1. If d(u;, v) = 5=, then Pr[B;(v, j) | C;—1(v)] = Oand Pr[C;(v) | C;—1(v)] =
1. Therefore, by the recursive formula we obtam that Pr[A (z 7) ] Ci—1(v)] = Pr[A(v,7) | Ci(v)], and the
lemma follows by the induction hypothesis for i + 1. Otherwise, d(u;,v) < 1. By the induction hypothesis
for i + 1 and the recursive formula: Pr[A(v, j) | Ci—1(v)] < Pr[B;i(v,7) | Ci—1(v)] + Pr[C;(v) | Ci—1(v)] -
(1+¢)p(v, j). By setting the values of Pr B (v,7) | Ci—1(v)] and Pr[C;(v) | C;—1(v)], by Lemma 9, and by
Lemma 7 we obtain that:

[0

Pr[A(v, j) | Ci—1(v)] <Pr [d(ui, v) <R <

{Pr[ﬂ < R < d(uj,v)] +Pr [d(uij ) < iJ d(ui, v) | (1 +¢€)p(v,7)

Recall that d(u;,v) < 7%, thus, (1 + ¢) (1 —d(u;,v)) > 1. By constraint (3) (closeness constraint),
¢;j(ui,v) < (v, 7). Therefore, we conclude:

<

PrlA(v,j) | Ci—1(v)] < Pr {J(ui, v) < R< 1 j_ J (T+¢e)(1—d(u,v)) - p(v,4)+

} d(ui,v) | - (1+€)p(v,5) = (1+ £)p(v, )

1+4¢

1
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Denote by OPT the cost of an optimal labeling of the balanced uniform metric labeling problem. Using
Lemmas 4, § and 10 we complete the proof of the approximation factor of ApproxLabel (refer to Appendix
H for the proof):

Theorem 11. The expected cost of a solution of ApproxLabel is at most: (12 1Inn + 1+ ¢) ( 2n ) -OPT.

n—1



5.2 Bounding The Number of Vertices Assigned to a Label

We present two upper bounds on the number of vertices assigned to a single label. Each upper bound cor-
responds to a different RootLLabel procedure that satisfies Property (7). Neither of the two upper bounds is
strictly better than the other, thus one can take the better of the two bounds for each instance.

As stated at the beginning of the paper, spreading constraints play a crucial role in the proof of an upper
bound on the number of vertices that are assigned to the same label. We need the following lemma for both
upper bounds, since it gives a lower bound on the diameter of a “large” subset of vertices. The proof of the
following lemma appears in Appendix 1.

Lemma 12. Assume (V, d) is a semi-metric that satisfies the spreading constraints (5). Then, for every S C 'V
such that | S| > ~€ (v > 1) and every u € S, there exists a vertex v € S such that d(u,v) > 1 — %

In order to prove the two upper bounds, we need to use the fact that spheres with a bounded diameter do
not contain too many vertices. This can be easily derived from the previous lemma.

5.2.1 Upper Bound of 21~ (1 4 ¢

1—e
In order to achieve this upper bound, we use the following simple RootLabel procedure, that assigns (inde-
pendently) to each vertex a label according to its distribution over the label set. The random variable /3 is
chosen independently in each iteration.

Algorithm RootLabel({p(u) }yev)
1. fori=1tondo:
2. Choose 3 ~ Unif[0,1]. A
3. Set f*(u;) « min{j > 0| S0, o(ui, j') > B).
4. Output f*.

Clearly, Property (7) is maintained in RootLabel. Define for every v € V and every j € L an in-
dicator Y, ; for the event that at the end of algorithm ApproxLabel, vertex v is assigned to label j. Ac-

E [ZUGV YUJJ < (1 + 5)[

If {Y, ; }vev were independent random variables for every j, a simple Chernoff bound would suffice to
achieve a good bound on the number of vertices assigned to each label. However, {Y), ;},cy are clearly
dependent. Thus, we use a more delicate bound by showing that {Y, ; },ev are only “partly” dependent. This
is done by showing that the maximum degree in the dependency graph of {Y,, ; },ev is not too “large”. The
proof of the following lemma appears in Appendix J.

Lemma 14. For everyv € V and every j € L, Y, ; is independent of {Yu,j[d(u, v) > 21—15}

We use the following definition of Janson [15] for a dependency graph for the random variables {Y,, ; }vev,
for every j € L. In fact, this definition is equivalent to the one used in the Lovédsz Local Lemma [1].
Definition 2. A graph I' = (V' E') is a dependency graph for {Y, j}vev, if V' = {Y, }vev and for
every V' ¢ V' and Y, ; ¢ V" such that Y, ; is not connected by any edge in E' to vertices in V", Y, ; is
independent of {Yy, j }vevn.

Let us define a graph as follows: I'; = ({E/,’j'}uev, {(Yiw, Yo illd(u,v) < 2&}) Clearly, by the

above definition of a dependency graph and by Lemma 14, I'; is a dependency graph for {Y, ; }ev. Recall
(1)
&g

that € < 1, hence by Corollary 13, the maximum degree of I'; is at most ~5— — 1. Let us denote the

10



maximum degree of I'; by A;. Janson [15] proved the following inequality for every ¢ > 0:

Y Y, 2E|D> Y,

veV veV

Pr +1

- 8t
<exp| —— ,
where b satisfies the following condition: Y, ; — E[Y, ;] < b, for every v € V. Since forevery v € V, Y, ; is

an indicator and E [>°, 1, Y4 ;] < (1 +¢)f, we get thatb = Land 3, .\, Var(Y, ;) < (1 + £)¢. Hence, we
get that if we choose t = (1 + ¢)¢, the following holds:

<9X _M
S Ty )

We need the above probability to be at most ﬁ Therefore, it suffices to choose ¢ = %nf) Using the union

Pr {Z Yy > (146)(1+e)l

veV

5.2.2 Upper Bound of (£ + 1) (1 + &)/
In order to achieve this bound we randomly choose root labels such that Property (7) is satisfied and there
are at most £ -+ 1 vertices having the same root label. This is done by sampling a random permutation matrix
from a Birkhoff decomposition of a modified matrix constructed from {¢(v)},ey. Full description appears
in Appendix K.

The following theorem states the upper bound on the number of vertices that ApproxLabel assigns to
each label. It follows directly by choosing the best upper bound from the two presented.
Theorem 15. ApproxLabel finds a solution in which there are at most: min {Q% ¢+ .1} (1+4¢)l vertices

assigned to each label, with probability of at least %
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Appendix

A Proof of Lemma 3
Lemma 3. For any feasible solution for the above program, (V,d) is a semi-metric.

Proof. For every u,v € V, d(u,v) > 0. Thus, we only need to prove the triangle inequality. For every
u,v,w € V, according to constraint (6) (closeness A-inequality):

Z |cj(u,w) = ¢j(u,v)| <1 - Z cj(w,v).

jeL jeL

Removing the absolute value from the left hand side of the equation can only decrease the value of the left

side, therefore:
Z (cj(u,w) = ¢j(u,v)) <1 - z ci(w,v).

jeL jeL

Using simple arithmetic we receive that:

jelL jeL JjerL
Applying constraint (4) (variation distance), finishes the proof:

d(u,v) < d(u,w) + d(w,v).

B Closeness Triangle Inequality is Stronger than Triangle Inequality for d

From the proof of Lemma 3 we know that by using closeness A-inequality constraints (constraint (6)) with
the variation distance constraints (constraint (4)), the triangle inequality for d can be proved. An interesting
question is whether we can prove the opposite ? (is it possible to prove that any solution for the LP relaxation
that satisfies the triangle inequality constraint for d with all other constraints in the LP relaxation excluding
constraint (6), also satisfies the closeness A-inequality).

The answer to this question is negative as we give an example in which the triangle inequality for d is
satisfied, yet the closeness A-inequality is not satisfied. Consider a graph with only 3 vertices u, v and w, 2
labels and capacity ¢ = 2. Set the following distributions on 2 labels: ¢ (u) = (,1), p(v) = (5 +e,1 —¢)
and p(w) = (4 —e,4 + €), for some ¢ > 0. Set the closeness variables in the following way: ¢ (u,v) = 1,
ca(u,v) = & — 2e, c1(u,w) = 2 — 2, ea(u,w) = 3, e1(v,w) = & — e and er(v,w) = 3 —e. It can be

verified that by choosing ¢ = % all constraints of the LP relaxation, excluding the closeness A-inequality,
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are satisfied. According to constraint (4) (variation distance), d(u, v) = 2¢, d(u, w) = 2¢ and d(v,w) = 2¢.
Clearly, the triangle inequality for d is satisfied. However, the closeness A-inequality is not satisfied, since:

Z ¢j(u,v) = cj(u,w)| =4e > 2 =1 Z cj(v,w) = d(v,w).

j=1 J=1

2 2

This implies that the closeness A-inequality is stronger than the triangle inequality for d.

C Proof of Lemma 4

Lemma 4. The value of an optimal solution for the above program is a lower bound on the cost of an optimal
solution to the balanced uniform metric labeling problem.

Proof. Given an instance of the balanced uniform metric labeling problem, we show that it defines a feasible
solution to the linear program, such that the objective function value of the linear program is equal to the cost
of the labeling f.

Let us define a solution as follows. For each vertex v, set ¢(v, f(v)) = 1 and ¢(v,j) = 0 for every
Jj # f(v). Next, set for every u,v € V and j € L, ¢j(u,v) = min{p(u,j),¢(v,j)}, and d(u,v) =
1= > ser ¢i(u,v). Thus, if f(u) = f(v), then ¢;(u,v) = 0 for every j # f(u) and cpy(u,v) = 1.
Otherwise, f(u) # f(v) and ¢;(u, v) = 0 for every j € L. The assignments can be viewed in Figure 2.

[ O$<—O>$0 [ O$<#>®O

0 @+—2 560
éz'—o’zg 0 ®<—>? ©0
L o > € L 1 @e—— 01
: o : 0e—2 o0
0 @e—2 500 : :
00— »o1

0 S¢—» 00

| 0 e— +e0 0 e—3 460

QD('U/,j) Cj (U,’U) ‘P(UJ) 7@(“77) Cj (u7 ’U) ‘P('UJ)
U v U v
flu) # f(v) flu) = f(v)
d(u,v) =1 d(u,v) =0

Figure 2: Variable Assignments.

Clearly, this solution satisfies constraints (3) (closeness constraints), (4) (variation distance constraints),
and also constraints (1) (probability measure constraints). Since the labeling f does not assign more than
¢ vertices to each label, constraints (2) (capacity constraints) are also satisfied. Note that d(u,v) = 0 if
flu) = f(v), and d(u,v) = 1 otherwise. Let us now focus on constraints (5) (spreading constraints). Let
S C Vandu e S. Since f assigns at most ¢ vertices to each label j € L, in particular for label f(u) we get

solution satisfies constraints (5).

Let us now focus on constraints (6) (closeness A-inequality constraints). If v and w are assigned the
same label (f(v) = f(w)), then d(v, w) = 0 (or equivalently > .., ¢;(v,w) = 1) and ¢;(u,v) = ¢;j(u, w),
Vj € L. Thus, the solution satisfies the constraint in this case. Otherwise, v and w are assigned different
labels (f(v) # f(w)), therefore d(v,w) = 1 (or equivalently >, ¢;j(v,w) = 0). If u is assigned to the
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satisfies the constraint. If u is not assigned the same label as v and w (f(u) ¢ {f(v), f(w)}), the left hand
side of the constraint equals 0 and the solution satisfies the constraint. Thus, we conclude that constraints (6)
hold, and hence the solution is feasible.

We now examine the value of the solution. Clearly, for each vertex v € V,

S elv, o (v, ) = e(v. £(v)).

JjEL

Since d(u,v) = 0if f(u) = f(v)and d(u, v) = 1 otherwise, we can conclude thatVu, v € V, w(u, v)d(u,v) =
w(u, v)dynif(f(u), f(v)). Therefore, the value of the objective function is precisely the cost of the labeling,
completing the proof. O

D Proof of Lemma 5

Lemma 5. An optimal solution for the above program is computable in polynomial time.

Proof. There is a polynomial number of constraints of types (1), (2), (3), (4), and (6). Thus, we only need
to show a separation oracle for the spreading constraints, (5), since there is an exponential number of them.
Then we can use the ellipsoid algorithm to compute an optimal solution in polynomial time.

We show how a separation oracle can check in polynomial time if all constraints of this type are satisfied,
and otherwise, generate an unsatisfied constraint. For each vertex u € V and for each possible cardinality s of
a subset, we can find the s — 1 closest vertices to u by sorting all vertices v (except for u, v # u) with respect
to d(u,v). Therefore, we find a set S of size s that contains v and the sum of distances between u and all
other vertices in S is minimal, in comparison to all other possible sets of size s that contain u. Hence, if the
set 5 which the separation oracle finds does not satisfy the spreading constraint, we can return this constraint.
Otherwise, since S contains « and the sum of distances between u and all other vertices in S is minimal,
in comparison to all other possible sets of size s that contain u, we can conclude that all constraints for the
current » and s hold. Thus, we have a polynomial time separation oracle. O

E Proof of Lemma 6

Lemma 6. All vertices are labeled by ApproxLabel.
Proof. For every v € V, d(v,v) = 0. Hence, ¢j(v,v) = ¢(v,j) for every j € L, due to constraints (3)
(closeness constraints), (4) (variation distance constraints), and (1) (probability measure constraints). Thus,

uj € {a|d(us,z) <R} N {x] cpe(y(ui,x) > a}, for any possible value of R, i, o, and f*(u;). Hence,
every u; is assigned the latest to a label in iteration 1. ]

F Proof of Lemma 7

Lemma 7 For every iteration 1 < i < n and any pair of vertices u,v € V:

(a) Pr[cp(uy)(uiu) > o] =1 —d(ug, u).
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Proof. To prove (a), according to Property (7), constraints (3) (closeness constraints), (4) (variation distance
constraints), and the fact that o ~ Uni f[0, ¢ (u;, f*(u;))], we obtain that:

Pr [cps ) (us,u) > a) = Z]P)r [ (uny (i, w) > ] f*(us) = j] - Pr[f*(us) = j]
JeL

= G )= 1 - ()

JeL 99(’&1 J )
To prove (b), according to Property (7), constraints (3) (closeness constraints), (4) (variation distance), con-
straints (6) (closeness A-inequality constraints), and the fact that o« ~ Unif[0, o(u;, f*(u;))], we obtain
that:
Pr [[{u, v} N {z | cprquy(ui,z) > a}| = 1] =
ZPl [{u,v} n{z | Cpo(uy) (Uis T

)2 a}| = 1] £(us) = 3] - Prlf*(wi) = j
JjeL

ZCy(Uuzzu" ?‘)(’uz v)| o(us, 7) <1_Z¢ u,v) = d(u,v)

76L Ty J )

jeL

G Proof of Lemma 9

Lemma 9. For every iteration 1 < 1 < n, every label j € L, and every vertex v € V

Pr [(epe(un) (i, v) > @) A (F*(ui) = 5)] = c;(ui,v).

Proof. It follows from Property (7), constraint (3) (closeness constraints), and the additional fact that o ~
Unif[0, p(us, f*(u;))], that:

Pr [(Cf*(u,i)(uz‘, U) > O{) A (f*(UL) _ jﬂ

=Pr [epe(u) (uiy 0) > a | f*(u;) = j] - Pr[f*(u;) = j]

¢ (i, v)

m o(ui, j) = ¢(ui,v).

H Proof of Theorem 11

Theorem 11. The expected cost of a solution of ApproxLabel is at most

(1f€1n(n>+1+a> ( 2n >-OPT.

n—1

Proof. Define the following random variables
® Yu’v -

Indicator for the event that vertices u and v are assigned to different labels by ApproxLabel
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e Y, ; - Indicator for the event that v is assigned to label j.

By Lemma 8, E[Y,, | < Pr[A(u,v)|Co(u,v)] < (7+1+¢) ( 2 ) d(u,v), and by Lemma 10, E[Y, ;| =

- n—1

Pr[A(v, 7)|Co(v)] < (1 +¢) ¢(v, j). Hence, the expected cost of the solution found by ApproxLabel is:

E ZZC(‘U,,]')KW‘ +E Z w(u,v)Yy | <

veV jelL u,veV
1+€lnn+1+ 2n ZZc(v No(v, 7) + Z w(u, v)d(u,v)
€ . (v, 1) p(v, - w(w, v)d(u, v
6 —— » J)e(w, ) ] ,v)d(
veEV jeL u,vEV
The theorem now follows from Lemma 4. O

I Proof of Lemma 12

Lemma 12. Assume (V, d) is a semi-metric that satisfies the spreading constraints (5). Then, for every S C'V
such that | S| > v (v > 1) and every u € S, there exists a vertex v € S such that d(u,v) > 1 — %

Proof. Let S C V such that [S| > v/ (y > 1) and v € S. According to constraints (5), >, ¢ d(u,v) >
|S| — ¢. Therefore, there exists v € S such that d(u,v) > 1 — I% Since |S| > ~¢, we obtain that d(u,v) >
1- 1. O

J Proof of Lemma 14

Lemma 14. For everyv € V, and every j € L, Y, ; is independent of { Yo jld(u,v) > QICI}

Proof. Let us denote X (v) = {Yu,j|d(u, v) > 21?} Assume to the contrary that Y, ; is not independent
of X; (v). Thus, there exists a vertex w € V such that in the iteration in which w is the root, there is a positive
probability that both v and some of the vertices in X ;(v) are assigned to w’s root label (notice that it might
be the case that w = v or w € X;(v)). This is true since { f*(u;) }1<i<n are independent, and all R’s and s
chosen by ApproxLabel are also independent.

All vertices that are assigned to a label in the iteration in which w is the root are in a sphere centered at
w having radius of at most 5. By the triangle inequality for d (Lemma 3), we get that d(u,v) < 215 for
every two vertices v and v that are assigned to a label in that iteration. Since there is a positive probability
that v and some of the vertices in X;(v) are assigned to a label in the iteration that w is the root, we conclude

that there must exist a vertex z € X j(v) such that d(v, z) < 215. This is a contradiction. O

K Upper Bound of (¢ + 1)(1 + )¢

In order to achieve this upper bound, we interpret {o(u)},ey as an n x k matrix where the row that corre-
sponds to v is ¢(v). We denote this matrix by @, and additionally we denote by an upper index 4, the i-th
column of a matrix. The procedure creates a new matrix of size n x n, denoted by A, that is double stochastic
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(the sum of each row and column is 1). This is done by going over the columns of ® according to their index,
and “aggregating” and “splitting” them, such that each new column has exactly a sum of 1. This process can
be done, since the sum of all elements in ® is n (the sum of each row is 1 and there are n rows). This process
consists of stages 1 to 6 in the algorithm.

For example, assume that the first column of ® has a sum of % the second column a sum of ;11- and the
third column a sum of % Then, A! = %@1, and A% = %@1 + P2 4 %@3.

After constructing A, we sample a random permutation matrix A* from a Birkhoff decomposition of A.
A Birkhoff decomposition of a double-stochastic matrix A, is a convex finite combination of permutation
matrices that equals A. Specifically, 4 = Zf\i] N A; where Zf\i] A = 1, and forevery 1 < ¢ < N,
A; > 0 and A; is a permutation matrix. It is well known that such a decomposition can be constructed in
polynomial time. One can view {\; }1<;<n as a distribution over the permutation matrices that appear in the
decomposition. Hence, when we “sample” from a Birkhoff decomposition, we choose a permutation matrix
according to this distribution.

We use the permutation matrix A* to sample a label for each vertex in the following way. Since A* is a
permutation matrix, for every u; € V there is a unique column ;' in A* such that A*(u;, j') = 1. We choose a
random label from all labels that were “aggregated” into column ;' according to their relative value in column
7’ with respect to vertex u;. This process consists of stages 7 to 12 in the algorithm.

Consider the previous example, where for vertex v, p(v,1) = 1, p(v,2) = 1 and p(v,3) = L. If
A*(v,1) = 1, then vertex v is assigned a root label of 1 with probability 1. Additionally, if A*(v,2) = 1,
then vertex v is assigned a root label of 1 with probability %, a root label of 2 with probability % and a root
label 3 with probability % (recall that according to the Birkhoff decomposition, Pr[A*(v,1) = 1] = A(v,1)
and Pr[A*(v,2) = 1] = A(v,2)).

Algorithm RootLabel({ (1) }yev)

Fori = 0to k do:
Seta; < 351> ey (v, 7).
Fori = 1tondo:
Set imin « max{#|ay <i— 1} and iypax — min{i'|ay > i}.
If tmmin + 1 = tmax. set A® « Ofmax (g, —q, ).
If 'imin +1 7é 'imax»
set Al imint1 . Lot 07D Simas =1 gt | Gimax .Gt

Fipnin+1 7~ Fipin t=tmin+2 Girgax ~Gimax—1
7. Sample a random permutation matrix A* from a Birkhoff
decomposition of A.

8. Foreveryv € V do:

S i e

9. Let 5" be the unique label such that 4jj =1
10. Assume A7 = 377 | ;O (notice that some a’s might equal 0).
11. Set f*(v) « j with probability -—j{f’(]; ).

12, Output f*.

Clearly Property (7) holds. Additionally, it is easy to see that there are at most £ + 1 vertices assigned to a
single label in f*. This is true since each column ®° has a total value of at most ¢ (this is due to constraints (2),
the capacity constraints). Thus, each column of ® can be “spread” on at most £ + 1 columns of A. Therefore,
there will always be at most ¢ -+ 1 vertices assigned to a single label in f*.

In a single iteration of ApproxLabel, all vertices that are assigned to a label in that iteration have a
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distance of at most = from that iteration’s root. According to Corollary 13, there are at most (1 + €)¢ such
vertices. Therefore, we obtain an upper bound of (£ + 1) (1 + ¢)¢ vertices that are assigned to the same label.
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